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ABSTRACT
GitHub is a platform hosting code, enabling collaboration, and
supporting version control for a global community of over 100
million developers. The need for free tools is crucial for researching
open-source software. Based on our research, we found out that
existing tools lack real-time GitHub data processing or have limited
functionalities.

This demonstration presents OSSInsight, an open source tool
for researching and analyzing GitHub repositories. We first present
the architecture of the tool including its access to nearly 7 billion
archived & real time data and how it is powered by TiDB. The
demonstration shows how OSSInsight provides analysis of GitHub
data along three dimensions: developers, repositories and orga-
nizations. All these analysis are based on generated SQL queries
submitted to TiDB database. TiDB possesses HTAP capabilities,
utilizing its row store for simple SQL queries while relying on its
column store for more complex queries. Users can view and edit
these SQL queries and also view their execution plan. Finally, OSSIn-
sight provides an innovative tool based on OpenAI, that conducts
data analysis using input in English text, yielding visual represen-
tations in the form of charts and graphs.
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1 INTRODUCTION
GitHub, a central hub for open-source initiatives, supports 99% of
new software projects and is used by 70% of companies. In 2022,
over 52 million new open-source projects were initiated, underscor-
ing its crucial role in innovation and technological advancements.
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GitHub’s importance highlights the need for analysis tools in open-
source software research. However, tools like GitHub, GHArchive,
and CHAOSS may be proprietary, lack real-time processing, or have
limited visualization and natural language querying capabilities.

In this demonstration we present OSSInsight, an open source
tool that provides insights into GitHub. The main audience of the
tool are either developers and organizations researching the best
open source project that fits their needs or data analysts who wants
to get GitHub metrics.

Before we go over the demonstration details, we describe the
architecture of OSSInsight. The architecture covers the ETL process
leveraging archived and real time time data sources. TiDB is the
back-end which provides storage and compute through SQL queries.
OSSInsight is used through a user friendly GUI or a data explorer
with plain English text queries. The data explorer component calls
OpenAI through a prompt based on the GitHub schema and the
English based query. The data explorer gets the SQL back from
OpenAI, verifies it and send it to TiDB to process the user request.

The demonstration itself is the core part of this paper that goes
over different use cases including analysis with free text search,
analysis by repository, developer and organization. The demonstra-
tion also shows how users can view and edit the SQL behind these
reports and customize them if desired. Overall, this demo has three
main contributions to the database community: (1) free text search
to GitHub leveraging OpenAI for SQL generation and reinforced
learning for SQL syntax and semantics verification, (2) TiDB as
back-end is HTAP capable and can support simple and complex
queries issued by OSSInsight and (3) ability for users to write their
own SQL to query and analyze GitHub data.

The remainder of this paper is structured as follows: Section 2
reviews existing tools and their limitations in comparison to OSSIn-
sight. Section 3 outlines the overall architecture of OSSInsight. Our
primary contribution is detailed in Section 4, where we demonstrate
the features and user interaction with OSSInsight. Lastly, Section 5
discusses future work.

2 RELATEDWORK
As was discussed in section 1, it is crucial to have tools that mine
and analyze GitHub data. Examples of such analysis include: time
taken for pull requests, software popularity, and geography and
growth of new contributors [3, 5]. In this section, we list tools in
this area and show how OSSInsight addresses the limitations and
gaps in these tools.
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Table 1: OSSInsight vs other tools

Product GitHub Realtime Data Visualisation Natural Lang Interface Custom SQL Open Source

OSSInsight Y Y Y Y Y
GitHub Innovation Graph N N N N N
CHAOSS Y Y N Y Y
LinearB Y Y N N N
GHArchive N Y N Y Y
HayStack Y Y N N N

Table 1 compares software development tools based on five cru-
cial metrics: Realtime data from GitHub, Visualization, Natural
language interface, Custom SQL, and Open Source. GHArchive
and GitHub Innovation Graph rely on historical events[1], while
CHAOSS and OSSInsight provide real-time analytics by combining
historical events and the GitHub stream API. Proprietary tools like
HayStack and LinearB are marketed as Engineering productivity
tools, pulling data from various sources. The data sources other
than GitHub are not considered due to their lack of relevance to
the assessment of open source health.

Another vital aspect is visualization support. CHAOSS relies on
a project called Grimoirelab [2] which uses Python libraries for
visualization, while proprietary tools like HayStack and LinearB
have visualization support limited to predefined metrics. Again
OSSInsight stands out by providing a native support to visualize
the result data.

Given the success of generative AI tools, supporting a natural
language interface for product usage is crucial. OSSInsight is the
only tool that supports querying GitHub using English.

All products have a back-end engine, but those with a relational
engine offer ad hoc querying support. The three open source tools
distinguish themselves with a relational database back-end, en-
abling ad hoc queries using ubiquitous SQL. Among them, OSSIn-
sight stands out using a HTAP scalable MySQL-compliant database
(TiDB) [4], providing an edge in real-time analytics on open source
projects.

In summary, all tools, excluding OSSInsight, have limitations
in one or more of the following: free text queries, real-time data
processing, visualization options, open-source, and custom SQL
query editing.

3 ARCHITECTURE
In this section, we describe the architecture of OSSInsight. Fig-
ure 1 depicts the different components of OSSInsight including data
sources, back-end, user interfaces and OpenAI as a third party tool.
Each component is described at a high level below.

TiDB
TiDB is a MySQL-compatible database that supports Hybrid Trans-
actional and Analytical Processing (HTAP) capabilities. OSSInsight
uses TiDB as a the back-end database to store data and perform
data queries. In terms of data analysis queries, TiDB supports accu-
rate secondary indexes for quick lookup like traditional row-based
databases, as well as columnar-storage for speeding up large-scale
data scans.

Figure 1: The Architecture of OSSInsight

Data Source
OSSInsight uses an Extract-Transform-Load (ETL) pipeline to re-
trieve GitHub event data from two main sources: GHArchive and
GitHub API. GHArchive provides archived historical event data
of GitHub from 2011 to today. Initially, historical data were im-
ported into the github_events table in TiDB, with hourly updates
through a CronJob.

In addition to the historical data, OSSInsight ETL captures real
time GitHub events using the GitHub API. The data is also cap-
tured in the same TiDB table github_events. Periodically, we also
use GitHub API to update users and repositories data into the
github_users and github_repos tables respectively.

Data Explorer
Data Explorer provides users with the feature to perform custom
queries in English. When Data Explorer receives the question from
the user, it builds a prompt and calls OpenAI. The prompt consists
of the relevant table schema and query and the result is a TiDB SQL
query. Finally, the data explorer sends the SQL to TiDB which has
the intelligence to decide whether to use the row-storage engine, the
column-storage engine, or both for query execution. We use multi-
agent reinforcement learning to verify and correct the OpenAI
results. Currently, we have 80% correctness (correct syntax and
semantics) rate for this feature.
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Figure 2: Repository Analysis

Repository / User Metrics Service
The main user interface to OSSInsight is through the repository
/ user metrics service. This GUI service provides repository-level
metrics reporting for open source projects and individual-level
dashboards for open source community engagement, with built-in
parameterized SQL templates. It populates the SQL templates with
the query parameters from user interface to generate metrics SQL
and execute them on TiDB, and then visualizes the query results
on the front-end to provide users with intuitive charts.

OSSInsight also allows visualization of the SQL and its plan for
data explorer and the repository & user metrics service interface.
Users can also edit the SQL if necessary. This is more important for
the data explorer interface since OpenAI results could be inaccurate
and can be corrected directly by the user.

4 DEMO

Figure 3: Text Search SQL

The remainder of this section describes each use case, illustrating
some of user input and output that shows visualisations of metrics
and analysis results. For every detailed analysis, the system allows
the user to view the SQL (and its plan) that is used for pulling
the appropriate data for that specific analysis. Audience of the
demonstration can interact with the system through drop down
menus and free text queries under "Data Explorer".

Figure 4: Text Search Row Store Plan

Data Explorer
Data explorer allows users to query OSSInsight through text search.
For example "Top 3 ML repos by stars" (see screen shot in Figure 5)
represent a real life example of a user trying to find the best machine
learning platform for their project. The user starts with examining
top 3 common ML tools and do further analysis of each tool before
picking one of them for their solution. The query results in (1)
TensorFlow/TensorFlow, (2) HuggingFace/Transformers and (3)
Pytorch/Pytorch. As mentioned before, we use OpenAI for SQL
generation and we apply validation to the SQL before it is submitted
to TiDB. The SQL behind this query are shown in Figure 3.

OSSInsight operates within anHTAP framework, generating sim-
ple SQL queries to fetch individual developers or repositories, as
well as complex SQL queries to scan entire repositories or organiza-
tions. The above query involves a join between github_repo_topics
and github_repos tables on repo_id. The TiDB optimizer chose
TiKV (row store) to access both tables and used an index join as
shown in Figure 4. A more complex text query "top 50 repos by
stars" and the TiDB optimizer decided to use the column store (Ti-
Flash) in TiDB. The plan for the "top 50" is captured in Figure 6 and
shows github_repos is retrieved by the column store (TiFlash).

Another example that demonstrates varying complexities: com-
paring the queries "How many pull requests does PingCAP have?"
and "Identify the top 20 companies based on the number of pull
requests submitted in the last three months." We omit displaying
the SQL and the execution plan for these two queries due to space
constraints. However, to summarize, the first query is relatively
straightforward as it retrieves data for a single organization (Ping-
CAP) and a specific event type ("pull requests"). With appropriate
indexing, the row store can effectively handle this query. On the
other hand, the second query requires aggregating data from the
github_users table, which contains information on all companies.
The TiDB optimizer appropriately opted for the column store to
process this query.

Repository Analysis
This is available from the search window at the main page of OS-
SInsight. As a continuation of the use case in data explorer, we
compare TensorFlow and PyTorch repositories. The result shows
an overview and some details about these two repositories. Figure 2
is a screen shot of the summary results of TensorFlow and PyTorch
like stars (how many people bookmarked the project). It also dis-
plays other metrics like number of commits, issues, forks and pull
requests plus what development language is used.

The detailed results within repository analysis shows metrics
and charts. The key detailed metrics are:

• People: stargazers, issue creators and pull request creators.
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Figure 5: Data Explorer

Figure 6: Text Search Column Store Plan

• Commits: Commits & PushesHistory, lines of code changed
and commits time distribution.

• Pull Requests: pull request history and pull request time
cost.

• Issues:overview (number of issues, creators, comments and
comments).

The user can make a final choice of which ML tool to use based
on the above analysis considering popularity, number of contribu-
tors, number of issues, language used, .. etc. One good metric that
can be considered here is "language" with TensorFlow using C++
which is complex to use but had good performance. On the other
hand, PyTorch uses Python which is simpler than C++ but it is less
efficient.

SQL Visualization and Editing
The SQL editing option provided by OSSInsight is currently limited
to one table github_events with no other limitations. The SQL
follows the syntax of TiDB which is MySQL compatible.

In our demo, we tried this option starting from repository analy-
sis for "PingCAP/TiDB". The template is something like "SELECT *
FROM github_events WHERE repo_id = 41986369 LIMIT 1" which
lists a random GitHub event information for TiDB. We modified
it to "SELECT actor_login, count(*) FROM github_events WHERE
repo_id = 41986369 group by actor_login order by count(*) desc
limit 10" which finds the top 10 contributors to TiDB.

Developer Analysis
OSSInsight can also be used to analyze GitHub data by developer.
We tried the user "feross" as an example for this analysis and high
level results for this developer is shown as a table and includes:
stars for their repositories & themselves, how many repositories
this developer contributed to, how many issues they created, how
many pull requests they authored, how many code reviews they
conducted and how many lines of code they did.

The rest of the analysis drills down into each of the metrics. For
example, OSSInsight shows metrics for top 10 repositories "feross"
was involved in based on the size of their contribution.

Organization Analysis
Finally, OSSInsight has a feature to analyze organizations in GitHub.
We tried "Facebook/Meta" company. Similar to developer analysis,
OSSInsight displays summary statistics that include: number of
stars earned, number of reviews, number of issues and a list of new
participants for repositories related to the organization. Details of
these metrics are shown after the summary. For example, popularity
of the "Facebook/Meta" is illustrated by showing the star growth of
the company over time.

5 FUTUREWORK
In the future, we aim to enhance the user experience of the data
explorer by expanding the use of multi-agent reinforcement learn-
ing. Our goal is to achieve higher levels of executable queries and
correctness. Additionally, we are contemplating the utilization of
OSSInsight as a benchmark for Hybrid Transactional/Analytical
Processing (HTAP).
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